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An Efficient Approach for Anonymising the
Structure of Heterogeneous Graphs

Guillermo Alaman Requena
SBA Research, Vienna, Austria

Abstract—Personal, sensitive information contained in data
sets is often discouraging the exchange and sharing of data,
or even rendering it impossible. To still enable data sharing,
anonymisation is a strategy often employed to avoid possible
record identification or inference. Anonymisation strategies are
often data-type or modality dependent, as besides the actual
attributes contained within a dataset, also certain other aspects
might reveal information on the data subjects. For example in
graph data, such as knowledge graphs, the structure within the
graph, i.e. the connection between nodes, might allow to re-
identify a specific person, e.g. by knowledge of the number of
connections for some individuals within the dataset.

Therefore, also the structure needs to undergo anonymisation
to achieve privacy. In this paper, we optimise an algorithm
that extended previous state of the art by considering multiple,
different types of connections (relations) between nodes to achieve
anonymity among each of these types. Our novel, open-source
implementation scales to much larger graphs than previous work,
which is important for efficiently anonymising ever-increasing
volumes of big, linked data.

Index Terms—Graph Structure Anonymisation, Multiple Re-
lational Types, Efficiency

I. INTRODUCTION

With increasing hardware resources, and a growing number
of collecting devices and applications, the amount of data
collected is ever increasing. Among those are data on e.g.
social networks, represented as graphs to store connections
between individuals, organisations, and other entities. Several
interesting data analysis tasks utilise such graphs, but as this
data is highly personal, data protection becomes an important
aspect. Besides social networks, many other domains use
graphs to represent knowledge, also often including sensitive
data. Anonymisation techniques try to address data protection
concerns by e.g. reducing the detail and granularity of the
data, often navigating the difficult task to preserve enough
information for the downstream analysis tasks. Tabular data
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was among the first types for which anonymisation methods
have been developed, for example to counter a re-identifcation
attack by k-anonymity [[1], or membership inference by dif-
ferential privacy [2]. For a re-identification attack, quasi-
identifying attributes [3] are of special concern. These are
attributes that by themselves are not uniquely identifying
an individual, but do so in combination with other quasi-
identifiers, at least for a (large) portion of the participants in
the dataset. Frequent examples are birth date, post (ZIP) codes,
and sex.

These anonymisation concepts can be applied also to other
types of data, but often, the peculiarities of these data have to
be considered. In graphs, the values within nodes can often be
treated in similar manner as tabular data, e.g. by applying k-
anonymity to all quasi-identifying attributes. However, also the
structural information encoded in the connections (edges) is of
concern. An attacker with sufficient background knowledge
might be able to re-identify an individual based on this graph
structure alone, for example if the background knowledge
includes detailed information on the number and types of
connections of an individual. This is specially of concern for
individuals that have highly unusual patterns of connections
(e.g. unusually few or many connections, or infrequent types of
connections in heterogenous graphs, etc.). As a consequence,
there is a growing body of literature developing methods for
anonymisation of the graph structure, for example adaptations
of the concept of k-anonymity to graph connections, and
combinations of node and structure anonymisation, in various
types of graphs.

Most existing works consider homogeneous graphs, i.e.
with only one type (e.g. the Friend of a Friend (FOAF)
foaf:knows connection). However, in heterogeneous graphs,
nodes are linked by potentially varying types of connections,
e.g. because they have different business relations to each
other. Heterogeneity provides additional information for an
attacker, who could exploit all the structural combinations
present in a heterogeneous graph to disclose individual’s iden-
tities and sensitive information. Heterogeneity makes structure
anonymisation more complex, as the search space for optimal,
anonymous perturbations of the original graph also expands.

Based on the ideas from [4], we presented initial im-
provements on this method in [5], where we adapted the
method to anonymise any type of heterogeneous RDF graph
with multiple connection types. The idea in [4] is that the



so-called one-hop neighbourhood of any resource should be
indistinguishable from the one-hop neighbourhood of at least
k-1 other resources, thus achieving k-anonymity of the neigh-
bourhoods. To that end, [4] developed a greedy heterogeneous
graph modification algorithm for a simplified RDF graph that
includes a limited number of at most four types of different
semantic connections. There is however only a pseudo-code
description of the algorithm, but no open-source or publicly
available implementation available. Based on their approach,
our contributions consist of

1) an extension to the approach of [4] to increase flexibility
of the anonymisation method,

2) improved efficiency of the anonymisation algorithm to
make it usable for larger graphs,

3) a freely available, open-source
Pythor'| and

4) an evaluation of the algorithm on synthetically generated
graphs, several orders of magnitude larger than [4].

implementation in

The remainder of this paper is organised as follows. Sec-
tion [II| provides an overview on related work. In Section [[II} a
detailed description of our method and extensions is provided,
before Section evaluates the approach and analyses the
efficiency of the algorithm. Finally, we provide conclusions
and an outlook on future work in Section [V]

II. RELATED WORK

While the term “knowledge graph” has been used in litera-
ture for a long time, with the announcement of the Google
Knowledge Graph in 2012 [6] major interest in industry
and academia followed [7]]. Other prominent companies that
introduced knowledge graphs include eBay, Facebook, IBM,
and Microsoft [8]. According to [7] a Knowledge Graph is
defined as “a graph of data intended to accumulate and convey
knowledge of the real world, whose nodes represent entities
of interest and whose edges represent potentially different
relations between these entities”. The graph-based data model
may be a directed edge-labelled graph, a heterogeneous graph,
a property graph, etc. We further distinguish open knowl-
edge graphs, published online and accessible for the public
(e.g., DBpedia, Freebase, Wikidata) and enterprise knowledge
graphs which are typically company internal and support
commercial use-cases [[7]-[9]. Applications taking advantage
of knowledge graphs include web search, social networks,
recommendation engines, personal agents, risk assessment,
and more besides.

With this proliferation of networked data, also graph data
anonymisation has gained attention in the past years [[10]. At-
tackers may use structural information e.g. in social networks
to disclose personal information of individuals. In order to
protect privacy, several graph anonymisation methods have
been developed.

The most well-known approaches to combat sensitive infor-
mation disclosure using the structure of networked data rely
on the modification of the structure itself. Early works on this

Uhttps://github.com/sbaresearch/graph-anonymisation

line were based on the idea of randomly deleting, adding or
switching edges in order to prevent adversaries from using the
network structure to identify targeted individuals in it [11],
[12].

However, randomisation approaches do not take into ac-
count that privacy should be guaranteed for every node. k-
anonymisation approaches on graphs address this issue by
applying the idea of k-anonymity, a popular tabular data
anonymisation method [1]], [[13]]. (k,[) anonymity suggests that
for each node, there should be at least other k nodes with which
the node shares / neighbours. This is achieved by adding as
few edges as possible [14]. Based on [15]], [16]] presented the
idea of (k;, k,)-degree anonymity, which proposes that the in-
and out degree sequences of the graph should be respectively
k; and k, anonymous. This method relies on a combination
of addition, switch and extension of edges to achieve this k-
property. Several extensions and variants of k-anonymisation-
like methods such as k-automorphism proposed by [17], k-
RDF-neighbourhood by [4], or k-security and k-isomorphism
by [18] have been developed.

Clustering based approaches are also popular for graph
anonymisation. The idea behind those methods, firstly pur-
posed by [19]], is to cluster nodes together into super-nodes of
size k, where k is an anonymity parameter. How to achieve
this goal varies depending on the specificities of each method.
The most popular algorithm for cluster anonymisation is
SaNGreeA proposed in [20]]. This method builds clusters of
size k greedily according to a defined loss function. One of the
main contributions of SaNGreeA is that it goes a step further
by taking into account not only the structural information from
the graph data, but also descriptive attributes linked to each of
the nodes. [21] and [22] extended the ideas of [[20] to improve
SaNGreeA’s performance through improvements on the loss
function proposed in the original paper [20].

Similarly, researchers have tried to apply the intuition
behind differential privacy to networked data. As described
in [2], differential privacy “captures intuitively the increased
risk to one’s privacy incurred by participating in a database.”
The most popular approach on graphs is edge differential
privacy which focuses on preventing an adversary from dis-
closing the existence of sensitive information (e.g., sexual
relationships between individuals) from any single edge in a
graph while preserving relevant network structural properties.
Several work has been done on this field such as [23],
which provides a solution for the publication of non-interactive
networked data via differential privacy, [24]], which presents
a query-based differential privacy preserving graph generator,
or [25]] which proposes an edge differential privacy model for
graph clustering.

Furthermore, probabilistic approaches assign edge proba-
bilities to add uncertainty to graph data. For instance, (k, ¢)-
obfuscation proposed by [26] or random walk approaches
like [27]).
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III. METHOD

Here, we describe our method, and extensions and adap-
tions of the k-RDF-Neighbourhood anonymisation approach
described by Heitmann et al. [4]. Since our method produces
an anonymised version of a heterogeneous RDF graph, we first
provide a formal definition of a heterogeneous graph, based
on [28]:

Definition 1. A heterogeneous graph is defined as a directed
graph G = (V, E, A, A) where each node v € V and each
edge € € E are associated with their type mapping functions
O(v):V — Aand w(e) : E — A, respectively.

Although there are many types of heterogeneous graphs,
we focus on those using the Resource Description Framework
(RDFY] and demonstrate our method on the Friend of a Friend
(FOAF) ﬂ vocabulary. However, we are not restricted to FOAF
— instead, our method can handle any RDF graph. Figure [I|
shows an example of a heterogeneous RDF graph, where
vertices of the type foaf:Person represent people, edges of
the type foaf-knows represent relations between individuals,
and edges of the type foaf:CurrentProject indicate projects
an individual is working on. Other edges primarily serve to
describe properties, such as foaf:Age or foaf:Name. The prop-
erty custom:has_disease is an example of a custom property,
defined outside the FOAF specification.

As our method addresses structural information, it operates
on neighbourhoods of individual nodes; most specifically, we
consider the so-called one-hop-neighbourhood.

Definition 2. The one-hop-neighbourhood of a node v is the
subgraph Gipop(V) = (Vihops E1hop) Where Vipop is the set
of all nodes vy directly connected to v (including v itself) and
E1nhop is the set of edges €y connecting v with vy € Vipep and
all the edges epsilony,,,, which connect vertices in Vipop
among one anothe

Figure [I] shows a simplified one-hop-neighbourhood of the
node foaf:Person ”Alice” as all components within the red-
dashed line. Following the methodology used in [29] and [4],
we will demonstrate our anonymisation method on the one-
hop neighbourhood of foaf: Person resources, which is a prime
candidate for anonymisation, since protecting the privacy of
individuals is the most common setting for anonymisation
tasks.

The user needs to specify a list of attributes to consider for
structure anonymisation, all other attributes will be removed
by our method. Furthermore, certain node and edge types can
be manually marked for removal or to be preserved as is, if
sensitive attributes are meant to be published. The remaining
edges form the so-called farget graph. Note that node value
anonymisation, if necessary, is a pre-requisite step to prevent

Zhttps://www.w3.org/RDF/

3http://www.foaf-project.org/

4The one-hop-neighbourhood of a node is sometimes referred as the 1.5
degree network of a node, especially in the context of egocentric networks in
social network analysis

re-identification, and not covered by our structure anonymisa-
tion method. However, it is possible to easily combine both.
Depending on the type of information they describe, edge
connections within the one-hop-neighbourhood of a node v of
a target graph can be grouped into three different categories:

« Attribute connections are those edges that connect a
node (e.g., foaf:Person) to a descriptive characteristic of
this node; the value of which is stored in a Literal.

o Unidirectional connections are directed edges that
connect a node (e.g., foaf:Person) to other entities,
such as a document (foaf:Document) or a project
(foaf:CurrentProject).

« Bidirectional connections are edges that symmetrically
connect nodes (e.g., foaf: Person) with each other, e.g. the
foaf:knows property.

With the list of edge types that exist in the one-hop-
neighbourhood of each node v of a target graph, we can
define the anonymisation criteria in terms of the one-hop-
neighbourhoods of v € N and the three types of connections
described above.

Definition 3. A heterogeneous RDF graph is said to be
k-anonymous if there are at least k identical one-hop-
neighbourhoods in the target graph for each node v € N.
Each group of nodes of size k with identical one-hop-
neighbourhoods are called anonymised neighbourhoods. We
consider that two attributes of the one-hop-neighbourhood of
a pair of nodes x and y, are identical if they are generalised
to the same level. We consider two unidirectional connections
of the one-hop-neighbourhood of a pair of nodes x and y
to be identical if they point exactly to the same resources.
We consider the bidirectional connections of the one-hop
neighbourhood of a pair of nodes x and y to be identical
if their one-hop-neighbourhoods are isomorphic.

We rely on three different steps or sub-algorithms (similar
to [4]) to achieve the anonymisation criteria defined above.
These algorithms are described below.

A. The Neighbourhood Code Extraction Algorithm

This step relies on comparing one-hop-neighbourhoods of
target nodes (e.g., foaf:Person) across the target graph. Thus,
we encode the node neighbourhood information into a more
efficient data structure than the raw RDF graph. Due to its
low indexing complexity (O(n)), a hashtable is well suited
for this representation. The information contained in the one-
hop-neighbourhood of a node v is stored in different ways,
depending on the type of edge connection, as follows:

o For attribute connections, the attributes of each node
are stored as key-value pairs (e.g. foaf:Age="40").

« Regarding unidirectional connections, the resources to
which each unidirectional connection of a node points
to are stored in a list. The type of connection is the
key and the list of resources is the value associated
with it (for example: foaf:CurrentProject= [’Projectl”,
“Project3”, Project7”’]).
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Fig. 1: Example of a heterogeneous RDF graph using FOAF vocabulary and custom properties

« Bidirectional connections are the most complex case
in our structure anonymisation algorithm. This is due
to the inter-connectivity of the targets through this type
of connections. Multiple isomorphic tests have to be
conducted for each bidirectional connection, to deter-
mine if two graphs are the same. At this time, no
polynomial time algorithm for the general isomorphic
problem [29] is known. For that reason, we need a
better representation of the bidirectional connections of
the one-hop-neighbourhood of the foaf:Person nodes. In
our approach, we utilise the same string representation
of the edges as proposed in and based on [29].
We encode the information of each sub-graph Gy;q;; by
considering only one type of bidirectional connection
across the one-hop-neighbourhood of a node v. Thus, the
one-hop-neighbourhood of two foaf:Person nodes can be
considered isomorphic in terms of that type of bidirec-
tional connections if the generated codes are identical in
structure. To constructed this encoding, we need to first
find the minimum depth-first search (DFS) tree of each
component, before we concatenate it in a list where all
these minimum trees are stored [l
One of our key contributions in terms of implementation
efficiency is the design of an algorithm that simplifies
the search of the minimum DFS tree by dynamically
discarding candidate paths. In the worst case scenario,
which occurs if all the DFS trees in the subgraph fulfil
the criteria, one of the paths is taken randomly, and
the encoding algorithm then becomes O(n!) — which is
the same complexity as the original algorithm proposed
by [4]. However, this particular case only occurs when
all subgraphs are complete, and they then all have the
same encoding; we can then reduce the process to return

5The specific rules on what minimum means and how to concatenate the
codes can be found in [4] and [29]

only one DFS. Figure [2] shows and example of an
encoding of the bidirectional connections of the one-
hop-neighbourhood of a given node v. The first part of
the list representation of each of the edges (first two
numerical elements of the list) is the relevant one for
isomorphic tests. In fact, after anonymising the graph,
each node in the same neighbourhood as v should have
the same structure as v itself (i.e., identical numerical
representation within the encoded dictionary).
Following the terminology of [4]], we refer to the dictionary
encoding of the one-hop-neighbourhood of a node v as the
Full Neighbourhood Code of v (FNHC,).

B. Dissimilarity Computation Algorithm

To obtain the dissimilarity score between each of the nodes,
we use the information stored in the Full Neighbourhood
Code of each node (e.g. a foaf:Person). This measure will
be used later on to build the neighbourhoods of size k.
The dissimilarity between the one-hop-neighbourhood of two
nodes =z and y is computed as the weighted sum of the
dissimilarity of each connection in that neighbourhood:

N
sim(FNHC,, FNHC,) =Y a;xsim;(FNHC,,, FNHC,,)

i=0

ey

where N is the set of connection types present in the one-

hop-neighbourhood, «; is the weight of the dissimilarity of

attribute ¢ (sim;) to the total dissimilarity between the nodes

x and y. For each of the three edge types described above, we
utilise a different type of dissimilarity function:

o The dissimilarity of attribute connections is computed
as the normalised distance of two attributes x; and y;
given a defined hierarchy tree. The dissimilarity ranges
between O (identical) and 1 (reached highest level of
hierarchy).



foaf:knows
foaf:workswith

v {

“foaf:knows™: [
[[e.1,Nene,"C"]],
[[.1,Mene,"0"]],
[[®,1,None, "6"], [1,2,78","a"7], [2,3,747,"F"]. [3,1,"F","8"]]

“foaf workshith”: [

[[®.3,Nene,"F ], [1,2,°F","E"], [2,3,7E%,"0"]]

Fig. 2: Encoding Bidirectional Connections of a sample foaf:Person node v

o The dissimilarity of unidirectional connections between
two nodes x and y is based on the number of changes
required for them to become equal. Given a set of Literals
to which each connection points, the dissimilarity is thus
defined as the number of connections of that type that
have to be deleted, so that two nodes x and y are
connected to exactly the same Literals or resources.

o The dissimilarity of bidirectional connections between
two nodes x and y, given the one-hop-neighbourhood, is
determined by the amount of edges one needs to delete so
that one-hop-neighbourhoods of both nodes are identical
(i.e. they become isomorphic).

By computing the similarity of each of the connections us-
ing the corresponding functions described above and applying
the weighted sum provided in Equation (I]), one can compute
the complete dissimilarity between two nodes x and y.

C. The Graph Modification Algorithm

This is the third and final step of our method, which is
heavily based on the ideas presented by [4]], with several modi-
fications to improve the effectiveness and efficiency. The main
goal of this step is to transform the one-hop-neighbourhood
of a group of k given nodes, so that the anonymisation
criteria is fulfilled for all of them. In other words, these
are modified to become identical one-hop-neighbourhoods as
described in Definition [3] We call such a group of nodes
anonymised neighbourhoods or equivalence classes (following
the terminology of k-anonymity).

In the following, we describe how to transform each type
of connection.

« To generalise attribute connections, the attributes of
each of the k nodes are generalised to the value common
to them on the lowest level in the hierarchy tree provided.

« For generalising unidirectional connections, one should
remove edges so that each of the k£ nodes are connected
exactly to the same Literals and resources (via those
unidirectional connections). That is, the same edges as
when calculating the dissimilarity between each of the
unidirectional connections should be deleted. The mo-
tivation of only deleting edges, instead of adding new
edges (or a combination of both approaches) is to not

introduce false information (added edges) in the graph.
As pointed out by [4], moreover, the approach of deleting
edges complies with an open world assumption, which
suggests that missing statements can also be true.

o The same reasoning will apply to the generalisation of
bidirectional connections, which is the most complex
aspect of this step. It relies on the same type of calcu-
lations used when computing the dissimilarity for this
type of connections, as was the case for unidirectional
connections. Therefore, for each node in the k-sized
neighbourhood, one should delete all the necessary edges
so that the one-hop-neighbourhood of each of them is
isomorphic in terms of each of the bidirectional connec-
tions. In the case of dissimilarity, in order to calculate
which edges to be deleted, we make use of the encoded
full neighbourhood codes of each of the bidirectional
connections. In order to decide which edges to delete,
we make several pairwise comparisons between the one-
hop-neighbourhoods of the nodes in the neighbourhood
and update their codes accordingly at every step. In
our method, it is sufficient to take one of the nodes as
reference, and then perform this pairwise comparisons
to every other node twice (i.e. a double-pass). At every
comparison, the one-hop-neighbourhood of the reference
node and the second node under comparison are updated
via edge deletion, so that they are isomorphic. This way,
after the first pass, the reference one-hop-neighbourhood
takes the minimum isomorphic representation. In the
second pass, this structure is then acquired by all the
other nodes. This approach is a major improvement with
respect to the method shown in [4], since they perform
this comparisons k! times. Figure3]illustrates the intuition
behind this idea.

We would like to point out two of the key challenges that

arise when anonymising bidirectional connections.

1) First, when deleting edges during the described double
pass, the edges of other one-hop-neighbourhoods that
are also in the neighbourhood may be affected as well.
This leads to more edges being deleted than necessary,
and thus additional information loss and a lower utility
of the resulting graph. To circumvent this issue, during
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Fig. 3: Illustration of our double pass method in order to generalise the structure of a bidirectional connection of in a
neighbourhood with k& = 4 nodes

2)

the double pass, we actually only store which edges
to delete. They are then only actually deleted when
the algorithm has finished, which reduces the number
of deleted edges. Edge deletion may still cause some
additional edges to be deleted in the neighbourhood, and
therefore, these neighbourhoods might not be isomorphic
anymore. However, since the calculation of which edges
to delete ensures that they are actually isomorphic in
first place, deleting additional edges of the structure of
each of the one-hop-neighbourhoods does not reveal any
additional information. Thus, we can still consider them
isomorphic in terms of the anonymisation goal.

In the same way, deleting edges may affect the one-hop-
neighbourhood of other nodes that are not in the same
neighbourhood as the £ target nodes being anonymised.
There are two different scenarios for this:

a) The one-hop-neighbourhood of non-anonymised nodes
is affected. In this case, one needs to simply update
the one-hop-neighbourhood of those nodes, but leave
everything else as is.

The one-hop-neighbourhood of anonymised nodes is
affected. We can observer that this is the exact same
situation as in a), and we can simply remove those
edges and note that those one-hop-neighbourhoods
are still anonymised — even if they are not exactly
isomorphic anymore.

b)

As we will show in Section [[V] due to these efficiency
improvements, our method is able to deal with larger
and more complex graphs than the earlier approach.
Note that the special cases described above were not
considered by [4]], and in turn, their method leads to larger

information loss.

IV. EVALUATION

TABLE I: Configuration to test overall scalability and runtime
of our algorithm

Number of graphs 81
Number of different graph sizes 23
k 3
Average proportion of bidirectional
connections per node

In this section, we focus on the evaluation of runtime per-
formance of our proposed algorithm. Showing correctness of
the anonymised graph, i.e. that it fulfils a certain k, is actually
a rather trivial problem, and can be verified in polynomial
time. However, as finding an optimal solution is generally
considered an NP-hard problem (cf. e.g. [30] for k-anonymity
of tabular data), runtime and scalability of heuristics to solve
the anonymisation problem are important practical aspect to
evaluate.

For evaluation purposes, we generated a dataset in the same
manner as described by [4]], that is, we fix certain properties
of the graph, for example the overall number of nodes, and the
average number of edges per node. The graph is then randomly
generated to match this configuration H

We will start by analysing the overall scalability and
efficiency of the algorithm. For this purpose, we run multiple
anonymisation rounds in several graphs with increasing sizes
(in terms of nodes), but the same characteristics as in [4],

%The generated graph data will be publicly available on Zenodo after the
blind review process
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that is, on average three bidirectional connections per node,
and a target value k 3. Table || shows the parameters
considered for this evaluation. Figure [] depicts the runtime
results averaged by the number of nodes (of type foaf:Person
in this setting).

As expected, the runtime increases with the size of the
graphs, since more neighbourhood structures need to be en-
coded, more similarity computations take place and more
generalisations of nodes are performed, regardless of k and
the average of bidirectional connections . We also observe a
significant improvement with respect to the limit described
by [4]. While they mention a limit for their algorithm for
graphs with 256 nodes, 3 bidirectional connections per node
on average and k equal to 3, we are able to successfully
anonymise graphs with up to 32,151 nodes. However, this
is not a hard upper limit for our solution, since due to our
improvements on the neighbourhood encodings, we do not
encounter memory issues as in [4f]. The graph with 32,151
nodes on our hardware took around two days to anonymise,
on a server-grade CPU from 2007[] used in single thread mode.
With more recent CPUs, we are confident that larger graphs
could be anonymised with our algorithm in reasonable time.

In order to get a better insight on the influence of the
properties of the graph and the anonymisation on the runtime,
we extended our search over hyper-parameters: we varied the
average number of connections, and k, for two graph sizes,
namely with 256 and 512 nodes.The results for graphs of size
256 are shown in Table |lI| — the results for graph size of 512

"Intel(R) Xeon(R) CPU E5-2697 v3 @ 2.60GHz

are almost identical, and thus omitted. We can observe two
main patterns:

o For a fixed k, the larger the average of bidirectional
nodes per person, the longer the average runtime of
our anonymisation algorithm. The reason for this is the
influence of the density of links for the anonymisation of
the structure.

o In general, for a fixed average number of bidirectional
connections per person, the larger the k, the smaller
the runtime. This means that it is faster to compute few
generalisations with large neighbourhoods (large k) than
many generalisations with small neighbourhoods (small
k).

Overall, the influence of the average bidirectional connec-
tions per person plays a more important role than the parameter
k in terms of runtime, as we can also see from Figure El,
where the influence of the number of connections shows an
exponential growth.

Since runtime may become an issue for very large graphs
(as shown in Figure {] a graph with 32,151 nodes takes around
2 days to be anonymised), we explored the possibility of
paralellising parts of our algorithm. However, we empirically
discovered that generalisation takes on average 85% of the
total runtime, but this step is not parallelisable due to the
influence that edge deletion has on neighbourhoods.

Finally, we also explored the influence of different settings
on edge deletion during the generalisation phase. In general,
bigger graphs have a higher likelihood of common structures
within and hence, result in a smaller number of deleted
bidirectional connections. A smaller k (Figure @, as well as



TABLE II: Average runtime in seconds for different combinations of k and average number of bidirectional connections in
graphs of size 256 nodes. N.b.: seconds are rounded to integers for clarity

K

3 5 7 9 11 13 15 17 19

3 14 9 7 6 5 5 4 4 4

4 15 10 8 7 6 6 6 6 5

5 16 12 10 9 9 8 8 7 7
6 19 15 13 12 12 11 11 10 10
Average 7 22 19 18 16 16 15 15 14 14
Bidirec ti%mal 8 28 26 25 24 22 22 21 21 20
Connections 9 36 36 36 34 34 32 31 30 29
er Person 10 | 51 51 50 50 47 46 44 43 42
P 11 | 70 74 74 72 69 66 65 62 58
12 | 102 | 110 | 108 | 104 | 99 96 91 88 82
13 | 126 | 132 | 129 | 125 | 120 | 114 | 107 | 100 | 96

14 | 205 | 201 | 194 | 185 | 176 | 168 | 158 | 148 | 138
15 | 357 | 352 | 322 | 308 | 291 | 270 | 258 | 238 | 219
350
350
£ £
] 2
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K Average Bidirectional Connections
(a) (b)

Fig. 5: Average runtime in seconds for graphs of size 256 with (a) different £ and on average three bidirectional connections
per node, and (b) different average connections per node, for a fixed k = 3

a higher density of bidirectional connections, also lead to a
smaller number of deleted edges (Figure [7).
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Fig. 6: Deletion of bidirectional connections for different graph
sizes and k=3 (blue) and k=5 (orange)

V. CONCLUSIONS

Anonymisation of graph data differs from relational data —
besides the content of nodes (and potentially also the edges,
e.g. labels attached to them), also the structure of graphs can
become information that an attacker can utilise to perform.
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Fig. 7: Deletion of bidirectional connections for different graph
sizes and average bidirectional connections equal to 3 (blue),
4 (orange) and 5 (green)

For example, in a re-identification attack, knowing how many
connections of a certain type a certain person has to others,
might allow to uniquely identify them.

In this paper, we have thus presented an improved algorithm
for anonymising the structure of graphs. We extended previous
work by (i) allowing heterogeneous graph structures with
multiple types of nodes and edges, and (ii) providing an



efficient implementation with several modifications to the
original algorithm, to scale up the size of problems that can
be tackled. As we demonstrated on graphs that we generated
analogous to the approaches in previous works, we are able to
process graphs that are at least two orders of magnitude larger
than earlier work.

Future work will focus on evaluating our approach in more
diverse settings, including benchmark datasets, and measure
the effects of the anonymisation on the utility.
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